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ABSTRACT

This paper summarizes our experiences restructuring a core portion of our required courses for majors. Internal and external reviews of our program highlighted areas of concern in our “systems core,” including inconsistent student outcomes, missing required material, and inadequate opportunities for programmatic assessment. To fix these problems, we initiated a curricular review to redesign these courses. Our novel approach employed a process known as backward course design that starts with desired student outcomes and works backward toward defining content coverage. By extending this design approach to our curriculum as a whole, we have defined a new systems core structure that has tightly integrated curriculum assessment opportunities. The result is a new systems core that changes almost 1/3 of the required courses for the major. This new structure provides increased student control over their learning goals while defining a consistent foundation of systems fundamentals; it also has tightly integrated program objectives and assessments. Applying the backward design philosophy to the curriculum, rather than to a single, pre-defined course, is both a rewarding and challenging experience. In this paper, we describe this approach, summarize the results of the process, and map the outcomes to the ACM 2013 curriculum. We also provide advice and lessons learned for others who may consider such an undertaking.
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1. INTRODUCTION

Each program at James Madison University (JMU) is required to complete an internal assessment every year and an external review every five years. Additionally, we work with an external advisory group (EAG) to identify strengths and weaknesses of our program on an annual basis. In recent years, these reviews have highlighted certain aspects of our “systems core” courses (CS 350: Computer Organization, CS 450: Operating Systems, and CS 460: TCP/IP Networks) as areas of concern. Problems included overly broad specifications that led to different student experiences and insufficient programming experiences. Furthermore, our curriculum provided inadequate exposure to newer areas, such as parallel and distributed computing.

Over several years, we attempted a number of modest, incremental changes to address these problems. However, we found these changes failed to achieve all of our desired goals and a more extensive re-evaluation of our curriculum was necessary. Initial discussions of what topics should be covered revealed that we had different views on this matter, and we found that simply enumerating the desired topics by choosing pre-defined objectives from the ACM 2013 Knowledge Areas [1] failed to address our concerns.

Instead, we adopted a backward design process similar to an approach for course re-design [3]. In this approach, an instructor begins by identifying desired (or required) student learning outcomes and situational factors that influence the success of achieving these goals. From the outcomes, the instructor defines summative assessment strategies that provide evidence that the outcomes are achieved. Finally, the instructor creates activities and formative assessments that are designed to help students reach desired goals. Thus, assessment and content specifications are tightly integrated to ensure the course activities are aligned with desired outcomes. While our approach is based on Fink’s work [3], backward design has been used by others in the education literature [10, 6].

Our work was also motivated by a desire to support learner-centered teaching [9] more explicitly. In this view, the instructor’s responsibility changes from dictating the material that students must learn to guiding students through the learning process. In addition, the focus changes from learning the content for its own sake to using and applying it. Consequently, learner-centered teaching approaches emphasize active learning techniques [4, 8, 5]. The backward design process, in which content is specified to be deliberately aligned with student learning outcomes, is well-suited for supporting learner-centered teaching and active learning.
The contribution of this work is to describe our experiences with adapting the backward design process to a large-scale curriculum initiative. That is, the backward design process is normally applied to a single course with predefined learning outcomes. However, we applied this process to a significant portion of our major curriculum as a whole with no predefined learning outcomes that must be achieved. While the ACM 2013 curriculum recommendations provide general guidance for what should be covered, our goals were to re-design a core portion of our major requirements to be well-aligned with our students’ backgrounds and career aspirations. Additionally, the backward design process explicitly creates a set of summative assessments that can be used as embedded assessments for systematic program evaluation.

In this paper, we provide background information on the courses that we targeted and how they fit into the major. We then describe our adaptation of the backward design process and our new systems core structure. We also provide advice for others who wish to use our approach to re-examine their curriculum. Overall, we find that the backward design process was a rewarding yet challenging experience, and we feel more confident in the structure of our curriculum and our ability to assess its efficacy. However, we also feel that certain aspects of the Fink model are rather awkward for CS outcomes, and other approaches based on the work of Wiggins & McTighe or Hansen could be more easily applied.

2. CURRICULUM BACKGROUND

CS 350 (Computer Organization) was criticized for inconsistent student experiences. A major contributing factor in this regard was our acceptance of transfer credit from different community colleges in the state. We observed that incoming transfer students were being offered vastly different experiences in the equivalent version of CS 350, particularly in regard to the amount and rigor of programming experiences. Some versions employed extensive C and assembly language assignments, while others had only Java programming or no programming at all. A lack of clear standards regarding the expectations of this course (and acceptable equivalents) was a primary cause.

Recent changes to CS 450 (OS) exacerbated the problems that arose from the CS 350 inconsistencies. While CS 450 traditionally operated as an introduction to systems programming (e.g., developing command-line systems utilities and shells), some recent offerings focused on implementing advanced kernel code. Students who completed CS 350 without gaining exposure to C found themselves unprepared for the added rigor of these newer sections of CS 450.

The criticisms of CS 460 (TCP/IP Networks) arose from the unique history of the course. In the early 2000s, this course became cross-listed with another department, due to decreased enrollments in both, and an agreement was put in place that it would involve no programming component and would focus exclusively on the definition, modeling, and use of protocols. Over time, our faculty found this policy undesirable, as we consider network-based programming to be a fundamental skill for our graduates. Some students got exposure to that material in elective courses, but most students did not.

A common criticism of all three courses was the lack of clear specifications, thus making systematic program assessment challenging. While all faculty were adhering to the official course description, we had no explicitly defined objectives to assess student outcomes and to ensure consistent offerings. Anecdotal evidence from student exit interviews indicated that students perceived significant differences depending on the instructor.

The timing of our courses also presented scheduling challenges for students. CS 350 was only offered in spring semesters, and was a required prerequisite for both CS 450 and CS 460, both offered in the fall. As a result, CS 350 acted as a bottleneck within our curriculum. Students who switched into the major after their freshmen year had difficulty graduating on time. Similarly, students who struggled with CS 350 (which was significantly more difficult than its prerequisite CS 159 – Advanced Programming) had to wait a year to retake the course. Thus, our new structure needs to avoid such a scheduling bottleneck.

Lastly, we felt that our existing course structure was inadequate for the rapidly evolving state of the field. Many concepts, such as principles of locality and communication, are common to several types of systems. In our view, the siloed approach (OS in one course, networking in another) obscured these common themes. Consequently, we desired a course structure that reflected the common foundations and themes of systems. We note that this view is aligned with that of the ACM, which introduced the Systems Fundamentals (SF) Knowledge Area in the 2013 curriculum [1].

3. BACKWARD DESIGN PROCESS

In this section, we will outline the major phases of the backward design process and highlight relevant observations of our experiences.

3.1 Situational Factors

A fundamental preliminary step in the backward design process is identification of situational factors that influence what can and cannot be achieved. We had two factors that restricted our options. First, our department maintains a “three-section, two-credit” teaching policy, where each faculty member teaches three 3-credit-hour sections per semester, with two sections being from the same course. Deviating from this policy would not be considered acceptable by the department.

The second restriction resulted from our relationship with the Virginia Community College System (VCCS). Through a combination of state and institutional policies, we must provide a feasible path for VCCS transfer students to com-
To define our desired learning outcomes, we adopted the Fink taxonomy [3]. This model defines 6 areas of learning outcomes as shown in Table 1. In Fink’s model, 3 areas (Foundational, Application, Integration) roughly correspond to the cognitive domain concerns underlying Bloom’s taxonomy [2]. Fink’s model incorporates 3 additional areas that emphasize affective and metacognitive questions that have no direct mapping to counterparts in Bloom’s taxonomy. We found defining learning goals for the cognitive areas to be a rather straightforward endeavor, as it is common practice to define cognitive outcomes. Through casual discussions, we had developed an informal understanding of our goals and values. However, enumerating them allowed us to identify mismatches in expectations and assumptions, thus making it possible to come to a consensus on these issues.

The affective and metacognitive questions led to considerably more discussion. Most members of the group were new to this process and unfamiliar with Fink’s work; consequently, we found it necessary to spend time coming to an agreement on how to interpret terminology (e.g., what it means to be a “self-directed learner” in computing, what constitutes “caring,” what role should a CS department have in addressing the human dimension). In fact, disagreements in later discussions could often be traced back to different views about these questions. Furthermore, standard curriculum descriptions provide considerably less guidance in defining such objectives. For instance, the ACM 2013 has a short chapter describing “Characteristics of Graduates” at a broad level, but does not define specific measurable objectives similar to those defined in the Knowledge Areas. As a result, we found ourselves spending a significant amount of time grappling with this discussion, and others considering this process should be prepared for potential conflicts arising from these questions.

### Table 1: Guiding questions for defining learning outcomes

<table>
<thead>
<tr>
<th>Foundational</th>
<th>Human dimension</th>
</tr>
</thead>
<tbody>
<tr>
<td>1. What key information should our students understand and remember in the future?</td>
<td>7. What should students learn about themselves as software developers, users of technology, or as students?</td>
</tr>
<tr>
<td>2. What key ideas or themes are important for students to comprehend and describe?</td>
<td>8. What should students learn about understanding others and how they interact with others (including through developed software)?</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Application</th>
<th>Caring</th>
</tr>
</thead>
<tbody>
<tr>
<td>3. What kinds of thinking (critical, creative, practical) are important for our students to learn?</td>
<td>9. What changes and values should students adopt in regard to interests or ideas?</td>
</tr>
<tr>
<td>4. What software development skills do students need to gain?</td>
<td></td>
</tr>
<tr>
<td>5. What skills do our students need to learn about managing complex projects?</td>
<td></td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Integration</th>
<th>Learning how to learn</th>
</tr>
</thead>
<tbody>
<tr>
<td>6. What connections should students recognize and make within the curriculum or to professional life?</td>
<td>10. What should students learn about how to work with computer systems?</td>
</tr>
<tr>
<td></td>
<td>11. What should students learn about becoming a self-directed learner?</td>
</tr>
</tbody>
</table>

As a starting point for our curriculum re-design, we applied the Fink taxonomy [3] of learning goals to enumerate all desired outcomes without consideration of feasibility. That is, we began by asking what we felt all of our students needed to achieve without regard to how much time would be needed to achieve these goals. At this stage, we did not consider how our goals would impact the prerequisite depth issues for VCCS students or our security courses.

To define our desired learning outcomes, we adopted the Fink taxonomy [3]. This model defines 6 areas of learning outcomes as shown in Table 1. In Fink’s model, 3 areas (Foundational, Application, Integration) roughly correspond to the cognitive domain concerns underlying Bloom’s taxonomy [2]. Fink’s model incorporates 3 additional areas that emphasize affective and metacognitive questions that have no direct mapping to counterparts in Bloom’s taxonomy. We found defining learning goals for the cognitive areas to be a rather straightforward endeavor, as it is common practice to define cognitive outcomes. Through casual discussions, we had developed an informal understanding of our goals and values. However, enumerating them allowed us to identify mismatches in expectations and assumptions, thus making it possible to come to a consensus on these issues.

The affective and metacognitive questions led to considerably more discussion. Most members of the group were new to this process and unfamiliar with Fink’s work; consequently, we found it necessary to spend time coming to an agreement on how to interpret terminology (e.g., what it means to be a “self-directed learner” in computing, what constitutes “caring,” what role should a CS department have in addressing the human dimension). In fact, disagreements in later discussions could often be traced back to different views about these questions. Furthermore, standard curriculum descriptions provide considerably less guidance in defining such objectives. For instance, the ACM 2013 has a short chapter describing “Characteristics of Graduates” at a broad level, but does not define specific measurable objectives similar to those defined in the Knowledge Areas. As a result, we found ourselves spending a significant amount of time grappling with this discussion, and others considering this process should be prepared for potential conflicts arising from these questions.
3.3 Guiding Principles and Themes

After enumerating our goals for the systems curriculum\(^1\), we re-examined the list to define a set of higher-level principles. In this regard, we distinguished between goals that were specific to the systems curriculum (our focus) and those that were more universal to all upper-level CS courses. Principles in the former regard focused on the need to develop a system-level perspective and on how platform specifications can impact performance and other requirements.

The primary value of this stage of the process was to identify and prioritize our major goals and themes. In later stages, we would map assessments and modules to these themes to ensure alignment of course definitions with our overall goals. This mapping became particularly valuable when considering the number of hours allocated to topics. In some cases, we found that our initial assignment devoted significant amounts of time to some topics that provided insufficient support for our major goals and themes; our theme list then served as an indispensable tool for resolving these conflicts.

3.4 Assessment Strategies

To ensure a consistent set of experiences for students, we defined a list of modules and specified summative assessments for each. For instance, summative assessment of binary representation of information would consist of writing a program that read in a binary file and displayed the data in a variety of formats. Assessment of information exchange would consist of writing programs that use sockets, IPC, or shared memory.

It is important to emphasize one subtle aspect of this phase of the backward design process: *The modules themselves had not yet been defined.* That is, we were only concerned with specifying how students could demonstrate mastery of the goals and themes we had previously outlined. We had not yet discussed what specific topics needed to be introduced for each module. For instance, in the information exchange module, we had not mentioned any specific protocols, such as TCP/IP. This is the heart of backward design: **Student learning outcomes and assessments must be defined before there is any mention of topics to be covered.** The focus of the discussion is on what the students should do, rather than what they should know.

3.5 Module Definitions

Upon completion of the assessment strategies, we could then begin to define the modules in greater detail. Specifically, our goal at this stage was to construct a sequence of required courses that provided a strong systems foundation for all students, while also providing an opportunity for more detailed study of specific types of systems as desired or needed. That is, our approach was similar to the distinction between Core Tier-1 and Core Tier-2 in the ACM 2013 curriculum.

The module definitions started with the assessments specified previously, then we added the specific instructional objectives that must be met in order to support students’ attempts at these assessments. In addition, the module definitions specified what material would be considered pre-

\(^1\)Due to space constraints, we cannot list our goals, principles, themes, strategies, and module definitions here. These will be made available online and can be found by contacting the lead author.

---

4. RESULTS

The end result of our work is a new systems core structure as shown in Figure 2. The modules defined as part of the backward design process were assembled into a two-semester Computer Systems I-II sequence. The purple courses denote new “advanced systems courses,” that we will be introducing to complement the systems core. CS 240 and CS 261 are both required as prerequisites for CS 361 and CS 456, as denoted by the purple bar.

4.1 Computer Systems I-II

Table 2 shows the modules specified during the backward design process. For each module, we have specified summative assessments, hours of class time (approximate), skills expected, and assumed prerequisites. As shown in the mapping, these courses provide 100% coverage of Core Tier-1 topics in the Systems Fundamentals (SF), Architecture and Organization (AR), Networking and Communication (NC), Operating Systems (OS), Parallel and Distributed Computing (PD), and Computational Science (CN) Knowledge Areas. These courses also provide a foundation of several Core Tier-2 topics that we consider vital for all of our graduates.

Overall, the central themes of CS 261 (Computer Systems I) are the basics of instruction execution and concurrency. These are topics that generally correspond to traditional material in the AR and OS Knowledge Areas. CS 361 (Computer Systems II) focuses more on architectural design questions and communication between parallel software components, thus corresponding to the NC and PD Knowledge Areas.

4.2 Advanced Systems Courses

While our Computer Systems I-II courses provide a solid foundation in the area of systems fundamentals, this sequence alone is insufficient for our desired goals and student learning outcomes. Specifically, these courses provide a breadth of themes and concepts, but do not explore specific systems in detail. As such, we have also introduced three new courses in the areas of Architecture (CS 456), OS (CS...
<table>
<thead>
<tr>
<th>Module name</th>
<th>2013 mapping</th>
<th>Hours</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>C basics</td>
<td>n/a</td>
<td>6</td>
<td>Memory model and pointers, transition for students with Java experience</td>
</tr>
<tr>
<td>Compiler and debugger use</td>
<td>n/a</td>
<td>3</td>
<td>Introduction to GNU tools</td>
</tr>
<tr>
<td>CPU/memory organization</td>
<td>AR-Memory system (T2), PD-Architecture (T1/T2)</td>
<td>3</td>
<td>Registers and cache, principles of locality</td>
</tr>
<tr>
<td>Binary representation of data</td>
<td>AR-Machine level (T2)</td>
<td>4.5</td>
<td>Two’s complement, IEEE 754, arithmetic instructions</td>
</tr>
<tr>
<td>von Neumann cycle</td>
<td>AR-Assembly level (T2)</td>
<td>3</td>
<td>Role of CPU and memory, load/store instructions</td>
</tr>
<tr>
<td>Basic circuits and datapath</td>
<td>AR-Interfacing (T2), SF-Paradigms (T1)</td>
<td>6</td>
<td>Logic gates, adders, ALU, control signals</td>
</tr>
<tr>
<td>Threads vs. processes</td>
<td>OS-Overview (T1), PD-Fundamentals (T1)</td>
<td>6</td>
<td>Fork vs. thread creation, memory space</td>
</tr>
<tr>
<td>Interrupts and OS principles</td>
<td>OS-Principles (T1), AR-Interfacing (T2)</td>
<td>4.5</td>
<td>Interrupts, system calls, kernel- vs. user-mode</td>
</tr>
<tr>
<td>System software design and evaluation</td>
<td>SF-Evaluation (T1)</td>
<td>4.5</td>
<td>Benchmarks, complexity, static vs. dynamic analysis</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Module name</th>
<th>2013 mapping</th>
<th>Hours</th>
<th>Description</th>
</tr>
</thead>
<tbody>
<tr>
<td>Architecture analysis, design evaluation</td>
<td>SF-Reliability (T2), SF-Paradigms (T1)</td>
<td>3</td>
<td>Peer-to-peer, client-server, layered architectures</td>
</tr>
<tr>
<td>State models</td>
<td>SF-State machines (T1), OS-Concurrency (T2)</td>
<td>4.5</td>
<td>Notion of state, UML, FSM</td>
</tr>
<tr>
<td>Mathematical modeling</td>
<td>CN-Modeling (T1), DS-Probability (T1/T2)</td>
<td>3</td>
<td>Basic systems theory</td>
</tr>
<tr>
<td>Information exchange</td>
<td>PD-Communication (T1/T2), SF-Communication (T1), OS-Concurrency (T2)</td>
<td>6</td>
<td>Communication basics, IPC, sockets</td>
</tr>
<tr>
<td>Synchronization primitives</td>
<td>OS-Concurrency (T2)</td>
<td>6</td>
<td>Locks vs. semaphores, concurrency problems, deadlock</td>
</tr>
<tr>
<td>Parallel decomposition</td>
<td>PD-Decomposition (T1/T2), SF-Parallelism (T1)</td>
<td>3</td>
<td>Data vs. task, Amdahl’s law, fork-join pattern, libraries</td>
</tr>
<tr>
<td>Protocol analysis, evaluation, and design</td>
<td>NC-Introduction (T1), SF-Cross layer communication (T1), PL-Reactive programming (T2), PD-Communication (T2)</td>
<td>9</td>
<td>Protocols and services, timing and statecharts, push/pull, flow control, reliability, handshaking, metrics</td>
</tr>
<tr>
<td>The Internet</td>
<td>NC-Applications (T2), NC-Reliable data delivery (T2), NC-Routing (T2), NC-LAN (T2), NC-Mobility (T2)</td>
<td>6</td>
<td>HTTP, DNS, DHCP, TCP, UDP, IP, 802.3, 802.11, ARP</td>
</tr>
</tbody>
</table>

Table 2: Course definitions for new Computer Systems I-II courses

Achieving the ACM 2013 recommendation of 80% coverage of Core Tier-2 material would require completing at least three of the advanced systems courses. We consider such a goal infeasible given certain constraints of our curriculum. We note, though, that our previous curriculum also fell short of achieving this recommendation.
viding students with these options supports the learner-centered aim of granting students more control over their educational goals. These courses offer scheduling flexibility, with three sections (typically from two different courses) each semester. Furthermore, CS 456 may be taken concurrently with CS 361 for students on a compressed schedule.

5. DISCUSSION

Overall, we are pleased with the process and the end result of this curriculum initiative. Having explicitly defined summative assessments that can be used as embedded questions provides opportunities for systematic program assessment, thus allowing us to ensure consistent student experiences. The new curriculum structure provides greater student choice and avoids scheduling bottlenecks. This structure also maintains a feasible path for VCCS transfer students to complete the curriculum in a timely manner and places no additional barriers to the security courses. The Computer Systems I-II courses provide a breadth-first foundation in systems fundamentals, complemented by a number of courses to explore individual types of systems in depth. This new curriculum is much better aligned with our departmental goals and priorities.

While we strongly encourage backward design as a process for curriculum re-design, we feel less strongly about the details of the Fink taxonomy. In particular, we found the “human dimension” and “caring” areas to be challenging to work with and interpret. Wiggins & McTighe [10] use the terms “perspective” and “empathy” instead, and we find these terms more suitable for CS curricula, particularly for systems courses. That is, we find considerable overlap between these dimensions of both the Fink and the Wiggins & McTighe taxonomies, and our preference is for the latter. For instance, we find it easier to answer questions relating to the perspective of users vs. the perspective of developers, rather than questions of “learning about oneself," which we found to be more difficult to use for crafting measurable objectives. Alternatively, Hansen [6] refers to Big Ideas and Enduring Understandings, rather than a multidimensional taxonomy. While Hansen’s model is more intuitive, it (like Bloom’s) provides inadequate emphasis on metacognitive and affective goals. It is our view that these non-cognitive domains are critical and often overlooked. Perhaps the best approach would be to use the Wiggins & McTighe model to enumerate objectives, then use Hansen to define themes to unite modules.

Finally, it is important to note that adhering to this process requires significant time and effort. We performed this work over the course of an academic year, generally meeting twice a month. The process was initially slow-moving, as most members of the committee had no experience with the backward design process. As such, we spent considerable time discussing the process and whether or not a more streamlined approach would yield acceptable results. Ultimately, we found that the backward design process, while time-consuming and challenging, was worth the effort and our end result is superior to what would have been achieved by selecting pre-defined objectives. Thus, we would advise others who are re-examining their curriculum to consider the backward design process as an approach. The process facilitates discussions about departmental priorities, program assessments strategies, and instructional techniques, and has several beneficial side effects beyond just the curriculum changes.

6. CONCLUSION AND FUTURE WORK

In this work, we described our experiences using the backward design process to re-design a significant portion of our major requirements. This approach, which integrates assessment and content specifications, provides a framework for creating a learner-centered curriculum that ensures course instructional objectives are aligned with departmental goals and situational factors. We summarized our existing curriculum and how we applied the process to our re-design. We summarized our new course structure and provided advice for others considering this approach.

The current status of our work is that we have received preliminary approval from our department and we are working toward institutional approval. Our intent is to put this curriculum in place beginning with the 2016–17 academic year (with 2015–16 as a transitional step). In the mean time, we will be collecting baseline assessment data from students who complete the existing curriculum. In future work, we will compare these results with assessment data from the new curriculum.
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